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**OPDRACHT**

Geef hieronder een korte beschrijving van je opdracht (een samenvatting van je productvisie) zodat je docent OPT3 ook begrijpt met welke opdracht jij bezig bent.

MyLibrary is een webapp dat bijhoudt welke films, series, boeken en games je hebt gezien, gelezen en gespeeld. De gebruiker heeft daarmee een digitale “collectie” van media die hij heeft geconsumeerd. Per item wordt er ook een score bijgehouden zodat wanneer de gebruiker op een later moment kan terugzien wat hij ervan vond. Door het bijhouden van deze items kan de gebruiker ook een overzicht krijgen van hoeveel tijd hij hierin besteed.

De app houdt niet bij welke films etc. er al bestaan en houdt dus geen gemiddelde score bij van alle gebruikers en geeft ook geen aanbevelingen van welke items de gebruiker misschien wel leuk vindt.

Vrienden kunnen wel de lijsten van elkaar zien.

**GITHUB EN TDD**

Maak je GitHub-repo Private en geef je docent toegang tot je repo:

https://github.com/XuekunZhou/OPT3\_MyLibrary

Om aan te tonen dat je volgens TDD hebt gewerkt voor deze opdracht neem je hieronder een kopie van je netwerk over (zie de toelichting op het template voor instructie):
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**GESLAAGDE TESTS**

Toon met een relevante screenshot aan dat alle onderstaande tests inderdaad zijn geslaagd:

![](data:image/png;base64,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)

**SAMENGESTELDE DECISION**

In mijn software neem ik een besluit op basis van de volgende voorwaarden (maximaal 3 te testen):

Voorwaarde A: Gebruikers lijst is openbaar

Voorwaarde B: Ingelogde gebruiker is vrienden met gebruiker2

Voorwaarde C: Gebruiker is ingelogd

Het besluit is gebaseerd op de volgende combinatie van deze voorwaarden (bijv. D = A && (B || C)):

D = (A || B) && C

**CONDITION COVERAGE**

Als ik mijn software voor deze Decision zou testen, dan zou ik met Condition Coverage de volgende test cases testen (als er teveel regels in de tabel staan, kun je de waarden vervangen door een spatie):

|  |  |  |  |
| --- | --- | --- | --- |
| **Voorwaarde A** | **Voorwaarde B** | **Voorwaarde C** | **D = (A || B) && C** |
| True | True | True | True |
| False | False | False | False |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |

**DECISION COVERAGE**

Als ik mijn software voor deze Decision zou testen, dan zou ik met Decision Coverage de volgende test cases testen (als er teveel regels in de tabel staan, kun je de waarden vervangen door een spatie):

|  |  |  |  |
| --- | --- | --- | --- |
| **Voorwaarde A** | **Voorwaarde B** | **Voorwaarde C** | **D = (A || B) && C** |
| True | True | True | True |
| False | False | False | False |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |

**CONDITION/DECISION COVERAGE**

Als ik mijn software voor deze Decision zou testen, dan zou ik met Condition/Decision Coverage de volgende test cases testen (als er teveel regels in de tabel staan, kun je de waarden vervangen door een spatie):

|  |  |  |  |
| --- | --- | --- | --- |
| **Voorwaarde A** | **Voorwaarde B** | **Voorwaarde C** | **D = (A || B) && C** |
| True | True | True | True |
| False | False | False | False |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |

**MODIFIED CONDITION/DECISION COVERAGE**

Als ik mijn software voor deze Decision zou testen, dan zou ik met Modified Condition/Decision Coverage de volgende test cases testen (als er teveel regels in de tabel staan, kun je de waarden vervangen door een spatie). Geef met <l>/<f> aan met welke logische en fysieke test cases je werkt:

|  |  |  |  |
| --- | --- | --- | --- |
| **Voorwaarde A** | **Voorwaarde B** | **Voorwaarde C** | **D = (A || B) && C** |
| False | False | True | False |
| False | True | True | True |
| False | True | False | False |
| True | False | True | True |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> |

**MULTIPLE CONDITION COVERAGE**

Als ik mijn software voor deze Decision zou testen, dan zou ik met Multiple Condition Coverage de volgende test cases testen (als er teveel regels in de tabel staan, kun je de waarden vervangen door een spatie):

|  |  |  |  |
| --- | --- | --- | --- |
| **Voorwaarde A** | **Voorwaarde B** | **Voorwaarde C** | **D = (A || B) && C** |
| True | True | True | True |
| True | True | False | False |
| True | False | True | True |
| True | False | False | False |
| False | True | True | True |
| False | True | False | False |
| False | False | True | False |
| False | False | False | False |
| <waarde> | <waarde> | <waarde> | <waarde> |

**MODIFIED CONDITION/DECISION COVERAGE (JUNIT)**

Ik heb de testcases voor Modified Condition/Decision Coverage omgezet naar de volgende JUnit-code om mijn software voor deze beslissing te testen.

#nullable disable

using System.Collections.Generic;

using System.Linq;

using System.Security.Claims;

using Microsoft.AspNetCore.Identity;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyLibrary.Models;

using Moq;

using Xunit;

using MyLibrary.Controllers;

using System.Threading.Tasks;

namespace test;

public class TestFilmController

{

    // A: list is public

    // B: UserOne is friends with UserTwo

    // C: UserOne is logged in

    private ApplicationDbContext context;

    private ApplicationUser alice;

    private ApplicationUser bob;

    private ApplicationUser carol;

    private void Setup()

    {

        var options = new DbContextOptionsBuilder<ApplicationDbContext>().UseInMemoryDatabase("TestFilmController").Options;

        context = new ApplicationDbContext(options);

        context.Database.EnsureCreated();

        alice = new ApplicationUser();

        alice.Id = "111";

        bob = new ApplicationUser();

        bob.Id = "222";

        bob.listsArePublic = true;

        carol = new ApplicationUser();

        carol.Id = "333";

        var friend = new Friend();

        friend.UserOne = alice;

        friend.UserTwo = bob;

        context.Add(alice);

        context.Add(bob);

        context.Add(carol);

        context.Add(friend);

        context.SaveChanges();

    }

    private void Dispose()

    {

        context.Database.EnsureDeleted();

    }

    private Mock<UserManager<ApplicationUser>> GetMockUserManager(ApplicationUser loggedInUser, ApplicationUser wachtedUser)

    {

        var mgr = new Mock<UserManager<ApplicationUser>>(Mock.Of<IUserStore<ApplicationUser>>(), null, null, null, null, null, null, null, null);;

        mgr.Setup(x => x.GetUserAsync(It.IsAny<ClaimsPrincipal>())).ReturnsAsync(loggedInUser);

        mgr.Setup(x => x.FindByIdAsync(It.IsAny<string>())).ReturnsAsync(wachtedUser);

        return mgr;

    }

    [Fact]

    public async Task Test\_NotA\_NotB\_C\_Results\_FalseAsync()

    {

        // Given

        Setup();

        var mgr = GetMockUserManager(alice, carol);

        var sut = new FilmController(context, mgr.Object);

        // When

        var res = await sut.ListAsync(carol.Id);

        var viewResult = Assert.IsType<ViewResult>(res);

        // Then

        Assert.Equal("Private", viewResult.ViewName);

        Dispose();

    }

    [Fact]

    public async Task Test\_NotA\_B\_C\_Results\_TrueAsync()

    {

        // Given

        Setup();

        var mgr = GetMockUserManager(alice, bob);

        var sut = new FilmController(context, mgr.Object);

        // When

        var res = await sut.ListAsync(bob.Id);

        var viewResult = Assert.IsType<ViewResult>(res);

        // Then

        Assert.Equal("List", viewResult.ViewName);

        Dispose();

    }

    [Fact]

    public async Task Test\_NotA\_B\_NotC\_Results\_FalseAsync()

    {

        // Given

        Setup();

        var mgr = GetMockUserManager(null, carol);

        var sut = new FilmController(context, mgr.Object);

        // When

        var res = await sut.ListAsync(carol.Id);

        var viewResult = Assert.IsType<RedirectToActionResult>(res);

        // Then

        Assert.Equal("Login", viewResult.ActionName);

        Dispose();

    }

    [Fact]

    public async Task Test\_A\_NotB\_C\_Results\_TrueAsync()

    {

        // Given

        Setup();

        var mgr = GetMockUserManager(carol, bob);

        var sut = new FilmController(context, mgr.Object);

        // When

        var res = await sut.ListAsync(bob.Id);

        var viewResult = Assert.IsType<ViewResult>(res);

        // Then

        Assert.Equal("List", viewResult.ViewName);

        Dispose();

    }

}

Hiermee test ik de volgende methode (van het type boolean, waarin de waarde van D = <Decision> wordt bepaald):

public async Task<IActionResult> ListAsync(string? id)

        {

            var loggedInUser = await \_userManager.GetUserAsync(User);

            var watchedUser = await \_userManager.FindByIdAsync(id);

            var films = \_context.FilmEntries.Where(u => u.User.Id == id).ToList();

            if (loggedInUser == null)

            {

                return RedirectToAction("Login", "Account");

            }

            if ((id != null) && (watchedUser.listsArePublic || loggedInUser.IsFriendsWith(watchedUser)))

            {

                ViewData["Title"] = watchedUser.UserName + "'s list";

                return View("List", films);

            }

            return View("Private");

        }

**EQUIVALENTIEKLASSEN EN RANDWAARDEN**

Voor het nemen van een besluit in de software heb ik een domein dat bestaat uit de volgende equivalentieklassen (maximaal 3 te testen):

|  |  |  |
| --- | --- | --- |
|  | Logische weergave | Besluit |
| Equivalentieklasse 1 | T < 840 | Geen waarschuwing |
| Equivalentieklasse 2 | T >= 840 | Waarschuwing 1 |
| Equivalentieklasse 3 | T >= 1260 | Waarschuwing 2 |

Geef nu alle relevante fysieke testgevallen (incl. de meest intensieve test van randwaarden) en geef voor elk testgeval aan voor welke equivalentieklasse dit een test is (als je de laatste regels niet meer nodig hebt, kun je deze velden vullen met een spatie):

|  |  |  |
| --- | --- | --- |
| Equivalentieklasse | Fysiek testgeval | Besluit |
| 1 | 0 | Geen waarschuwing |
| 1 | 839 | Geen waarschuwing |
| 2 | 840 | Waarschuwing 1 |
| 2 | 1259 | Waarschuwing 1 |
| 3 | 1260 | Waarschuwing 2 |
| 3 | 1000000 | Waarschuwing 2 |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |
| <Equivalentieklasse> | <Testgeval> | <Besluit> |

**EQUIVALENTIEKLASEN EN RANDWAARDEN (JUNIT)**

Ik heb de testcases voor Equivalentieklassen en randwaarden omgezet naar de volgende JUnit-code om mijn software voor deze beslissing te testen.

#nullable disable

using System;

using Microsoft.EntityFrameworkCore;

using MyLibrary.Models;

using Xunit;

namespace test

{

    public class TestOverviewViewModel

    {

        // Equivalance testing

        private ApplicationDbContext context;

        private ApplicationUser alice;

        private void Setup()

        {

            var options = new DbContextOptionsBuilder<ApplicationDbContext>().UseInMemoryDatabase("TestOverviewViewModel").Options;

            context = new ApplicationDbContext(options);

            context.Database.EnsureCreated();

            alice = new ApplicationUser();

            context.Add(alice);

            context.SaveChanges();

        }

        private void Dispose()

        {

            context.Database.EnsureDeleted();

        }

        [Fact]

        public void EquivalenceClassOneLowerEdge()

        {

            // Given

           Setup();

            // When

            var sut = new OverviewViewModel(context, alice, 7);

            // Then

            Assert.Equal(0, sut.TimeSpentOnFilmsInMinutes);

            Dispose();

        }

        [Fact]

        public void EquivalenceClassOneUpperEdge()

        {

            // Given

            Setup();

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 100, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "b", LengthInMinutes = 100, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "c", LengthInMinutes = 639, DateOfEntry = DateTime.Now, User = alice});

            context.SaveChanges();

            // When

            var sut = new OverviewViewModel(context, alice, 7);

            // Then

            Assert.Equal(839, sut.TimeSpentOnFilmsInMinutes);

            Dispose();

        }

        [Fact]

        public void EquivalenceClassTwoLowerEdge()

        {

            // Given

            Setup();

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 100, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "b", LengthInMinutes = 200, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "c", LengthInMinutes = 540, DateOfEntry = DateTime.Now, User = alice});

            context.SaveChanges();

            // When

            var sut = new OverviewViewModel(context, alice, 7);

            // Then

            Assert.Equal(840, sut.TimeSpentOnFilmsInMinutes);

            Dispose();

        }

        [Fact]

        public void EquivalenceClassTwoUpperEdge()

        {

            // Given

            Setup();

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 100, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "b", LengthInMinutes = 100, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "c", LengthInMinutes = 659, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "d", LengthInMinutes = 400, DateOfEntry = DateTime.Now, User = alice});

            context.SaveChanges();

            // When

            var sut = new OverviewViewModel(context, alice, 7);

            // Then

            Assert.Equal(1259, sut.TimeSpentOnFilmsInMinutes);

            Dispose();

        }

        [Fact]

        public void EquivalenceClassThreeLowerEdge()

        {

            // Given

            Setup();

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 100, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "b", LengthInMinutes = 100, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "c", LengthInMinutes = 660, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "d", LengthInMinutes = 400, DateOfEntry = DateTime.Now, User = alice});

            context.SaveChanges();

            // When

            var sut = new OverviewViewModel(context, alice, 7);

            // Then

            Assert.Equal(1260, sut.TimeSpentOnFilmsInMinutes);

            Dispose();

        }

        [Fact]

        public void EquivalenceClassThree()

        {

            // Given

            Setup();

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 1000000, DateOfEntry = DateTime.Now, User = alice});

            context.SaveChanges();

            // When

            var sut = new OverviewViewModel(context, alice, 7);

            // Then

            Assert.Equal(1000000, sut.TimeSpentOnFilmsInMinutes);

            Dispose();

        }

        [Fact]

        public void TestOldEntries()

        {

            // Given

            Setup();

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 100, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "b", LengthInMinutes = 100, DateOfEntry = DateTime.Now, User = alice});

            context.Add(new FilmEntryModel{Title = "c", LengthInMinutes = 100, DateOfEntry = DateTime.Now.AddDays(-8), User = alice});

            context.SaveChanges();

            // When

            var sut = new OverviewViewModel(context, alice, 7);

            // Then

            Assert.Equal(200, sut.TimeSpentOnFilmsInMinutes);

            Dispose();

        }

    }

}

Hiermee test ik de volgende methode (waarin de besluiten op basis van de equivalentieklassen worden bepaald):

private void GetTimeSpentOnFilmsInMinutes()

        {

            var date = DateTime.Now.AddDays(-TimePeriodInDays);

            var totalTime = \_context.FilmEntries.Where(u => u.User == \_user).Where(f => f.DateOfEntry >= date).ToList().Sum(x => x.LengthInMinutes);

            TimeSpentOnFilmsInMinutes = totalTime;

        }

**PAIRWISE TESTING**

Voor Pairwise Testing maak ik gebruik van de volgende parameters (op basis waarvan een besluit wordt genomen; vereenvoudig tot een set van 4 parameters die ieder 3, 2, 2 en 2 mogelijkheden hebben (anders wordt handmatig testen met Pairwise Testing veel te ingewikkeld; vul een spatie in, als je een optie niet wilt gebruiken):

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Optie 1** | **Optie 2** | **Optie 3** |
| Ingelogd | True | False | <Optie 3> |
| < 7 dagen | True | False | <Optie 3> |
| T | T < 840 | T >= 840 | T >= 1260 |
| <Parameter 4> | <Optie 1> | <Optie 2> | <Optie 3> |

Na de tussenstappen in het proces heb ik de volgende testtabel met fysieke testgevallen opgesteld (vul spaties in, als er teveel testgevallen in de tabel staan voor jouw casus):

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **T** | **<7 dagen** | **Ingelogd** | **<Parameter** 4> | **Decision** |
| 120 | True | True | <waarde> | Geen waarschuwing |
| 120 | False | False | <waarde> | Geen waarschuwing |
| <waarde> | <waarde> | <waarde> | <waarde> | <waarde> |
| 850 | True | False | <waarde> | Geen waarschuwing |
| 850 | False | True | <waarde> | Geen waarschuwing |
| <waarde> | <waarde> | <waarde> | <waarde> | <waarde> |
| 1320 | True | True | <waarde> | Waarschuwing 2 |
| 1320 | False | False | <waarde> | Geen waarschuwing |
| <waarde> | <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> | <waarde> |
| <waarde> | <waarde> | <waarde> | <waarde> | <waarde> |

**PAIRWISE TESTING (JUNIT)**

Ik heb de testcases voor Pairwise Testing omgezet naar de volgende JUnit-code om mijn software voor deze beslissing te testen.

#nullable disable

using System;

using System.Security.Claims;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Identity;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using Moq;

using MyLibrary.Controllers;

using MyLibrary.Models;

using Xunit;

namespace test

{

    public class TestHomeController

    {

        // Pairwise testing

        // A: T = 120

        // B: T = 850

        // C: T = 1320

        // X: Entry is younger than 7 days

        // Y: Entry is older than 7 days (so its t gets subtracted from T)

        // P: User is logged in

        // Q: User is not logged in

        private ApplicationDbContext context;

        private ApplicationUser alice;

        private void Setup()

        {

            var options = new DbContextOptionsBuilder<ApplicationDbContext>().UseInMemoryDatabase("TestHomeController").Options;

            context = new ApplicationDbContext(options);

            context.Database.EnsureCreated();

            alice = new ApplicationUser();

            context.Add(alice);

            context.SaveChanges();

        }

        private void Dispose()

        {

            context.Database.EnsureDeleted();

        }

        private Mock<UserManager<ApplicationUser>> GetMockUserManager(ApplicationUser loggedInUser)

        {

            var mgr = new Mock<UserManager<ApplicationUser>>(Mock.Of<IUserStore<ApplicationUser>>(), null, null, null, null, null, null, null, null);;

            mgr.Setup(x => x.GetUserAsync(It.IsAny<ClaimsPrincipal>())).ReturnsAsync(loggedInUser);

            return mgr;

        }

        [Fact]

        public async Task A\_X\_PAsync()

        {

            // Given

            Setup();

            var mgr = GetMockUserManager(alice);

            var sut = new HomeController(context, mgr.Object);

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 120, DateOfEntry = DateTime.Now, User = alice});

            context.SaveChanges();

            // When

            var res = await sut.IndexAsync();

            var viewRes = Assert.IsType<ViewResult>(res);

            // Then

            Assert.Equal("", viewRes.ViewData["Warning"]);

            Dispose();

        }

        [Fact]

        public async Task A\_Y\_QAsync()

        {

            // Given

            Setup();

            var mgr = GetMockUserManager(null);

            var sut = new HomeController(context, mgr.Object);

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 120, DateOfEntry = DateTime.Now.AddDays(-8), User = alice});

            context.SaveChanges();

            // When

            var res = await sut.IndexAsync();

            var viewRes = Assert.IsType<ViewResult>(res);

            // Then

            Assert.Equal("", viewRes.ViewData["Warning"]);

            Dispose();

        }

        [Fact]

        public async Task B\_X\_QAsync()

        {

            // Given

            Setup();

            var mgr = GetMockUserManager(null);

            var sut = new HomeController(context, mgr.Object);

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 850, DateOfEntry = DateTime.Now, User = alice});

            context.SaveChanges();

            // When

            var res = await sut.IndexAsync();

            var viewRes = Assert.IsType<ViewResult>(res);

            // Then

            Assert.Equal("", viewRes.ViewData["Warning"]);

            Dispose();

        }

        [Fact]

        public async Task B\_Y\_PAsync()

        {

            // Given

            Setup();

            var mgr = GetMockUserManager(alice);

            var sut = new HomeController(context, mgr.Object);

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 850, DateOfEntry = DateTime.Now.AddDays(-8), User = alice});

            context.SaveChanges();

            // When

            var res = await sut.IndexAsync();

            var viewRes = Assert.IsType<ViewResult>(res);

            // Then

            Assert.Equal("", viewRes.ViewData["Warning"]);

            Dispose();

        }

        [Fact]

        public async Task C\_X\_PAsync()

        {

            // Given

            Setup();

            var mgr = GetMockUserManager(alice);

            var sut = new HomeController(context, mgr.Object);

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 1320, DateOfEntry = DateTime.Now, User = alice});

            context.SaveChanges();

            // When

            var res = await sut.IndexAsync();

            var viewRes = Assert.IsType<ViewResult>(res);

            // Then

            Assert.Equal("You REALLY should spent less time on this", viewRes.ViewData["Warning"]);

            Dispose();

        }

        [Fact]

        public async Task C\_Y\_QAsync()

        {

            // Given

            Setup();

            var mgr = GetMockUserManager(null);

            var sut = new HomeController(context, mgr.Object);

            context.Add(new FilmEntryModel{Title = "a", LengthInMinutes = 1320, DateOfEntry = DateTime.Now.AddDays(-8), User = alice});

            context.SaveChanges();

            // When

            var res = await sut.IndexAsync();

            var viewRes = Assert.IsType<ViewResult>(res);

            // Then

            Assert.Equal("", viewRes.ViewData["Warning"]);

            Dispose();

        }

    }

}

Hiermee test ik de volgende methode (waarin het besluit op basis van de meegegeven parameters wordt bepaald):

public async Task<IActionResult> IndexAsync()

        {

            var loggedInUser = await \_userManager.GetUserAsync(User);

            OverviewViewModel? model = null;

            ViewData["Warning"] = "";

            if (loggedInUser != null)

            {

                model = new OverviewViewModel(\_context, loggedInUser, 7);

                if (model.TimeSpentOnFilmsInMinutes >= 1320)

                {

                    ViewData["Warning"] = "You REALLY should spent less time on this";

                }

                else if (model.TimeSpentOnFilmsInMinutes >= 850)

                {

                    ViewData["Warning"] = "You should spent less time on this";

                }

            }

            return View(model);

        }